**STRUCTURES**

Structures are derived data types—they’re constructed using objects of other types. Structure is also a variable. A Structure can also be viewed as a container to hold many types of variables. Unlike arrays which hold only one type of variable, structures enable us to store multiple variables.

The various topics we will talk are

* Declare them with and without Tags
* Access members of structures
* Initialize structures
* Computing Size of structures, use sizeof operator
* Assign one structure to another
* Compare one structure with another - X, compare
* Pass by Value (default)
* Pass by Reference - send the address
* Having Pointers as members
* accessing structures using pointers
* accessing array of structures

we define a structure type as,

struct \_point {

int x ; // member variables

int y ; // member variables

} ;

Here struct is a keyword to describe a structure variable. x and y are member variables , each is a type of int. \_point is a tag. Structure definitions should always end semicolon.

Member variables need not be same type too. Consider this structure,

struct \_profile {

int age;

char name [ 10 ] ;

} ;

In the above definition, we have a char variable and an int variable as members. \_profile is a tag.

NOTE: There is no memory allocated to the structure, because it is just a type definition.

To define new structure variables using the above definitions, we could do

struct \_point point;

struct \_profile user1;

Here, point is a structure variable and user1 is also a structure variable.

So, what is the type of the variable - point ? It is struct \_point and the type of user1 is struct \_profile .

Using the definition of the struct \_point , I can define new variables as

struct \_point pt1, pt2, \*ptr ;

In the above definition, we have pt1 and pt2 as structure variables and ptr is a pointer of type struct \_point .

NOTE: No two variables of a struct can have the same name.

**How do we access member variables using DOT operator**

The Dot operator is represented by the symbol . To write values to the member variables, we use the DOT operator, like this

pt1.age = 20 ;

strcpy ( pt1.name, “John”) ; // Note we cannot do pt1.name = "John"

similarly , we can read values of the variables like

int x = pt1.age ;

char myAge [10 ] ;

strcpy ( myAge, pt1.name) ;

Although structure names should be distinct, we may use the same name for members in different structures. By using the DOT operator, we can access the member variables uniquely.

The dot operator is mandatory to access a member variable even if the name of the variable is not defined elsewhere.

Declaring structures with and without tag names.

Consider

struct {

int x ;

int y ;

} x, y, z ;

is same as

struct \_point {

int x ;

int y ;

} x, y, z ;

But the latter method with tag name is better and preferred as we can declare more variables like this

struct \_point a, b, c ;

The other advantage is you can pass the struct variable to functions as the type is struct \_point ;

The disadvantage with declaring structures without tags is

* you cannot define new variables and
* you cannot pass them to functions.

***IT IS ALWAYS RECOMMENDED TO DECLARE STRUCTURES WITH TAG NAMES***

**Initialize Structure**

We will discuss several methods to assign individual members with values.

Method 1: This is tedious way of initializing.

// method 1 : initialize individual members

pt1.age = 40;

strcpy ( pt1.name, "John") ;

In the above method, we use the dot operator. Pay attention to the use of strcpy method to copy.

Method 2: We could also initialize the members using declaration such as

struct \_profile p1 = { 30, "John" } ; // order is important

As discussed, this method depends on the order of definition of the member variables, compiler will not make a guess if you mix the order like

struct \_profile p1 = { "John" , 30} ; // this is incorrect.

That will result in compiler warning

Method 3: The other method is to assign one structure to another structure

struct \_profile p4 = p1 ; // is already initialized, so we copy into p4

technically, this copies bit by bit from p1 to p4.

The last method is of course , we use the scanf function to initialize the initialize each and every individual members. but this is not recommended.

**Sizeof Structures**

One possible gotcha with structures is , you cannot sum the size of individual members to determine the size of a structure. It is machine dependent, it creates members on the word boundary, especially if it contains non-char type members. Generally , it is 4 bytes.

Let us consider a simple case:

struct \_user {

int age ;

char name[12] ;

} ;

The size of this structure can readily be determined to be : 20 bytes , because int ( 4 bytes) plus 12 chars. This is very trivial.

But not so when it contains char and int variables , such as

struct \_user {

int age ;

char gender;

} ;

In this case, it is not 5 bytes, it could be 8 bytes (or 6 bytes in some sysems) with a padding of 3 additional bytes next to the gender variable.

Here is the picture :
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But if you change the order of the members

struct \_person {

char gender ;

int age ;

} ;

there will be a gap of 3 bytes.

![](data:image/png;base64,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)

The values in these gaps and paddings will be garbage. This is one of the main reasons you cannot compare two similar structures.

**ASSIGN STRUCTURES and COMPARE STRUCTURE**

Because structures have gaps or paddings, and these have garbage values, we could assign a structure variable to another similar type structure as it just a bit by bit copy. But you cannot compare two similar structures because during initialization it may have garbage values. But we cannot compare structures using any of the relation operators such as ==, <=, <, >, >=

**Using Typedef structures**

C provides the typefef construct , which lets the programmer provide a synonym for either a built-in or user defined data type. Although typedef may be used with any data tye, structures are generally used with typedef. typedef are just an alias to a type. For instance,

typedef int MyINT ;

MyInt becomes a synonym for int. Subsequently, we can declare new int type variables as

MyINT age ;

In the above definition age is a variable of type MyINT. Note, the syntax of a typedef: First comes the keyword typedef, then the data type and followed by the user provided name for this data type.

***A typedef is used only to create a synonym for a data type. By defining a tyepdef, we are not allocating any memory.***

Similarly, we could define a structure using typedef as

typedef struct {

int x, y ;

} Point\_t ;

To define a new variable - point, we simply say

Point\_t p1, \*ptr ;

It is not generally recommended to define a structure without a tag name though typedef definition above is sufficient. So, let us refine the above definition as

typedef struct \_point {

int x, y ;

} Point\_t ;

Now, I can define variables as

Point\_t p1, p2, \*ptr ;

The above definition is generally used in nested structures as we will see soon.

***Nested Structure***

Structures can have other type of structures as members , this is known as nested structures.

typedef struct \_cars {

char make [ 12 ];

char model [ 12 ];

} Cars\_t;

typedef struct \_person {

char name[12];

int age;

Cars\_t cars [ 2] ;

char ch; // padding of 3 bytes , each cell

} Person\_t;

Pointers to Structures

C provides pointers to structure variables and a special pointer operator **->** for accessing members of structures.

Consider this structure

typedef struct \_ram {

float price;

int size ;

} Ram\_t ;

Ram\_t p1, p2, \*ptr;

we have two structure variables p1 and p2 of type Ram\_t . We also have a pointer ptr defined.

/\* we assign the address of p1 to ptr \*/

ptr = &p1 ;

/\* assign values to price and ramSize \*/

(\*ptr).price = 43.99;

( \*ptr).size = 32 ; // GB

Some explanation : First we dereference ptr to get the address of p1. Then, we use . operator to access the individual members.

We need the parenthesis to enclose \*ptr because the dot operator has higher precedence than the asterisk, resulting in an operation \*(ptr.price) which is definitely wrong because price is not a pointer.

Because the syntax ( \*ptr).price is very clumsy, C provides alternate syntax with -> (pointer operator ) like

ptr->price = 43.99

ptr->size = 32

***Please note there shouldn't be any space between – and >***

This pointer to structure and accessing members using -> is little tricky, so lot of practice is needed.

**Structure : Pass By Value and Pass by Reference**

We can pass structures to functions by value much similar to other variables. We do not pass the contents, but the copy of the variable. The invoked function can change the copy, but not the actual value of the variable that was passed.

Consider this example,

typedef struct \_profile {

char name [ 16 ] ;

int age ;

} Person ;

void printProfile ( struct \_profile p1 )

{

// a copy of the struct is passed in

p1.age ++ ; // no effect in the main function variable p.age

printf ( " age = %d name=%s \n" , p1.age, p1.name ) ;

}

main ( )   
{

Person p = { "Sam", 10 } ;

printProfile ( p ) ;

}

*If an array is present in the structure as a member, the array is also sent as value when the structure is passed to function.*

Structures can also be passed by reference.

**Array of Structures**

consider this simple int array

int data[3] = { 30, 40, 50 };

int \*ptr = data ; // make ptr point to data

We can print the values of data using the pointer ptr

for ( i = 0 ; i < 3 ; i++ ) {

printf ( " %d \n", \*ptr ) ;

ptr++ ; // advance the pointer to the next cell

}

*In the above code, \*ptr prints the cell data and ptr++ is advanced to the next cell because the ptr is type int and the array is also type int.*

We can define array of structures similarly.

We can define array of structures

struct \_data {

char name[12] ;

int age ;

} ;

struct \_data \*ptr , dataArray [ 3 ] =

{ "Carolyn", 30, "Barry", 50, "Pamela", 40 };

Here I defined an array of structure and Initialized them during declaration too.

NOTE HOW I defined them. You have to pay utmost care in making sure the order of the definition of the members.

Now let us point ptr to the first cell or the address of the first cell and first member

ptr = dataArray ;

// ptr = &dataArray[0] ; // alternate way

Generally the first method is preferred

// METHOD 1 , we use the pointer arithmetic to browse

// each and every cell

for ( i = 0 ; i < 3 ; i++ ) {

printf ( "%d %s \n", ptr->age, ptr->name);

ptr++;

}

// METHOD 2, we use pointer offset to navigate

ptr = dataArray ;

for ( i = 0 ; i < 3 ; i++ )

printf ( "%d %s \n", (ptr+i)->age, (ptr+i)->name) ;

// METHOD 3, we use pointer as an array

ptr = dataArray ;

for ( i = 0 ; i < 3 ; i++ )

printf ( "%d %s \n", ptr[ i ] .age, ptr [ i ] .name);

// METHOD 4, using the array itself

for ( i = 0 ; i < 3 ; i++ )

printf ( "%d %s \n",

dataArray[i].age, dataArray[i].name);

// METHOD 5 // not a elegant method

ptr = dataArray ;

for ( i = 0 ; i < 3 ; i++ )

printf ( "%d %s \n", (\*(ptr+i)) .age, (\*(ptr+i) ). name);

If you are using array, you could use Method 4. If you are using pointer, Method 1 can be used. They are the standard method of accessing members variables using pointers